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# Abstract

The Product Management System is a console-based Python application designed to manage product information stored in a Microsoft SQL Server database. Utilizing the pyodbc library, the system supports CRUD (Create, Read, Update, Delete) operations through a user-friendly menu-driven interface. This documentation provides a comprehensive overview of the system, including its design, implementation, database schema, testing, and potential enhancements. The project demonstrates robust database connectivity, modular programming, and error han- dling, making it suitable for small to medium-scale inventory management. Diagrams, code explanations, and sample outputs are included to provide a comprehensive understanding of the system.

# Introduction

The Product Management System is developed to facilitate efficient management of product data, including product names, categories, prices, and quantities. The system integrates Python with SQL Server, leveraging the pyodbc library for database connectivity. This project is designed for educational purposes, showcasing fundamental concepts of database management, modular programming, and user interaction in a console environment.

## Project Objectives

* + - To develop a robust system for managing product data with CRUD operations.
    - To demonstrate seamless integration of Python with SQL Server.
    - To implement a user-friendly interface for inventory management.
    - To ensure error handling and data validation for reliable operation.

## Scope

The system focuses on core inventory management functionalities, including adding, viewing, searching, updating, and deleting products. It operates as a console-based application but can be extended to include a graphical user interface (GUI), user authentication, or advanced reporting features.

## Motivation

Inventory management is a critical aspect of many businesses, requiring efficient and reliable systems to track product data. This project serves as a practical implementation of database- driven applications, providing hands-on experience with Python and SQL Server integration.

# System Requirements

To run the Product Management System, the following hardware and software requirements must be met:

## Hardware Requirements

* + - Processor: 1 GHz or faster
    - RAM: 4 GB or higher
    - Storage: 500 MB free disk space

## Software Requirements

* + - Operating System: Windows 10 or later
    - Python: Version 3.8 or higher
    - SQL Server: Microsoft SQL Server 2017 or later
    - Python Libraries: pyodbc
    - ODBC Driver: ODBC Driver 17 for SQL Server

## Installation Steps

1. Install Python from <https://www.python.org.>
2. Install Microsoft SQL Server and create a database named AI\_DataBase.
3. Install the ODBC Driver 17 for SQL Server.
4. Install the pyodbc library using: pip install pyodbc.
5. Execute the provided SQL schema to create the Products table.

# Database Schema

The system uses a single table, Products, to store product information. The schema is de- fined as follows:

**CREATE TABLE** Products (

productId **INT PRIMARY KEY IDENTITY**(1,1),

productName **VARCHAR**(100), category **VARCHAR**(50), price **DECIMAL**(10,2),

quantity **INT**

);
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## Field Descriptions

* + - productId: Unique identifier for each product, auto-incremented by SQL Server.
    - productName: Name of the product, up to 100 characters.
    - category: Product category, up to 50 characters.
    - price: Product price, stored as a decimal with two places.
    - quantity: Available stock quantity, stored as an integer.

## ER Diagram

The Entity-Relationship (ER) diagram for the Products table is shown below, created using TikZ.

productId

productName

category
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PK

Products

# System Design

The Product Management System follows a modular design with separate functions for each operation. The system architecture includes a Python-based frontend (console interface) and a SQL Server backend, connected via the pyodbc library.

## System Architecture

The system consists of:

* + - **Frontend**: A console-based menu-driven interface for user interaction.
    - **Backend**: SQL Server database (AI\_DataBase) for data storage.
    - **Connectivity**: pyodbc library for database operations.

## Flowchart

The flowchart below illustrates the menu-driven workflow of the system, created using TikZ.

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAADkAAAA4CAYAAABHRFAgAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAFWklEQVRogd3af0yUZQAH8O97v3/Im8guI9Z0C0YscpEGRV2Ko0DUK39QoyS1tCSSpm7S0ImNmNdGTQJNCwpFnRqlRog/RoK/sZsudco4t5oLzdtF3HW/f7xPfz2NMRDu7r171Nu+/7zP8z7v93O33e7e5wUhBA9ibty48fiOHTveJoRAhgfwZTabU3Jyck709fUlyeVyP/N3XOxcv379icTExFsASHJysvnmzZuPMS8lZq5evfrkxIkT/wJAUlNTe/r6+h4lhIB5MbFy+fLlp3Q6nQUASUtLu3b79u1H6BjzcmLk0qVLTyckJFgBkPT09Ct37tx5ePA484KRxmQyTY2Pj+8HQKZMmfKbxWLRDZ3DvGQk6e7uzhw/fvw/AEhGRsZFq9WaMNw85kXDzdmzZ5/ned4GgEybNu3X/v7++JHmMi8bTk6dOvXiuHHj/gVAsrKyzg8MDDx0t/nMC4eazs7O6Vqt1gGAZGdnn7HZbPxo5zAvHUo6OjpmqtVqFwCi1+tP2u32uLGcx7z4WHP06NFXVCqVGwDJycn5xeFwaMd6LvPyY8nhw4dnKZVKDwCSm5t73Ol0akI5nzlgtLS2ts5RKBReACQvL++Iy+VSh7oGc8TdcuDAgdfkcrkPAJk9e/bPbrdbFc46zCEjpaWlZYFMJvMDIAaD4ZDH41GGuxZzzHDZu3fvG1KpNACAzJ8//wev16uIZD3moKHZtWvXWxKJJAiAFBYW7vf5fPJI12SOGpympqbFHMcJAEhRUdEev98vE2Nd5jCahoaGdymwuLh4ZyAQkIq1NnMcIQTbtm17HwABQJYuXfqtmMB7AllfX19KgcuXL/86GAxKxL4GU+DmzZs/osCSkpKt0QAyRdbU1KyhwLKyslpBELhoXYsJcNOmTR9T4OrVqz+PJpAJsqqqaj0FlpeXG6MNjClSEASusrJyIwWuW7fu01gAY4YUBIGrqKiopsDKysqNsQLGBCkIArd27drPKLCqqmp9rHAxQQqCwK1ateoLCjQajeWxBkYVKQgCt3Llyi8psKamZg0LYNSQwWBQUlJSspUCa2try1gBo4IMBoOSZcuWfUOBW7Zs+YAlUHRkIBCQLlmy5DsK3L59+3usgaIiA4GAtLi4eCcAwnGc0NjY+A5rnKhIv98vKyoq2gOASCSSIN2rv1cS8QI+n09eWFi4nwJ37979JmuUqEiv16uYN2/ejwCIVCoN7Nu373XWIFGRHo9HaTAYDgEgMpnM39LSsoA1JmSkyWSaOtKY2+1WFRQUtAEgcrncd/DgwVdZQ0JGer1exdy5c38abszlcqnz8vKOACAKhcLb2to6hzUiLGRTU9PiSZMm/TH0uNPp1OTm5h4HQJRKpae9vT2fNSAspCAIXHp6+hWe522DjzscDu2MGTNOACAqlcp97Nixl1mXDxvZ1tZWQH+x0FuDdrs9Tq/XnwRANBqNs6OjYybr4hEh6acFgFit1gSbzcZnZ2efAUC0Wq2jq6vrJdalI0JeuHDhWQoEQEwm0zNZWVnnAZC4uDj76dOnX2BdOGLkwoULvx+MTEtLuwaA8DxvO3fu3HOsy0aMNJvNyXQ3aXB4nh/o6urSx/KeTNSQg//kDheZTObX6XSWlJSU3szMzO78/Pz25ubmRWLvW0QNabFYdPTJitGiVqtdK1as+KqnpyeVdfmQkBs2bPhkNFxiYuKt6urqipGeX7uXA4fDoZ0wYcLfI+EyMjIuNjc3L4p0S5spsq6u7sOhMI7jBIPBcKizs3P6/fyF8z9y8uTJv1OcRqNxlpaW1vf29qawLiYqEgBJSkr602g0lt/tccr7Of8BuLLwgdE2bOYAAAAASUVORK5CYII=)![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAADkAAAA4CAYAAABHRFAgAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAFO0lEQVRogd3afUzUdQDH8c89Hw93QgzoxtjcWMbEjDUbSVAiyEgjwqKMhql4NmpSsiYNphLDSXOkNHViUOLEfEoRSwaEqSg4m9MMhjm2NsYQGEp3PNzzffrDfTfnZNr6wW93f3z+ut8f79fu9rvv7ncgifr6+tV9fX0xJOGPw5EjRz4AwKioqIE7d+48J3fQjCD7+/ujY2Ji+gDQZDIN9vb2xsodJTmSJAYGBqLmzZv3FwBGRkYO9fT0zJc7THIkSQwODppiY2N7ATA8PHzk1q1bL8gdJzmSJIaGhiLj4uK6ATAsLGz05s2bL8odKDmSJEZGRsIXLlz4BwCGhobev379+ktyR0qOJInR0dGw+Pj4GwAYEhIydu3atZflDpUcSRL37t17ZtGiRb8DoNFotHR1db0id6zkSJIYGxsLSUhIuAqABoPBevny5VflDpYcSRIWi8WYmJh4BQCDgoImLl68+Jrc0ZIjScJqtRqSk5MvAWBgYOBke3v7UrnDJUeSxPj4ePCSJUt+A0C9Xm9rbW1dJne85EiSmJycDExNTf0VAHU6nb25uTlDboDkSJKYmpoKSE9PbwFArVbrOHv27JtyIyRHkoTNZtMvX778FwDUaDTOxsbGLLkhkiNJwm636zIzM5sAUK1Wu06ePPmO3BjJkSThcDi02dnZpwBQpVK5jx079p7cIMmRJOF0OjU5OTnHAVCpVHoaGhpy5UZJjiQJl8ulXrVq1Y8CWl9fv1pumORIknC73aq8vLxDAKhQKLx1dXXr5MZJjhTQNWvW/ACAAFhTU7NBbqDkSJLweDzK9evXfyege/fu/cTvkAJaUFCwT0Crq6sL/Q5JEl6vV7Fx48ZvBbSqqqrI75ACumnTpm8EtLKystjvkAK6efPmrwW0oqKi1O+QAlpSUrJdQMvKyrZ5vV6FXyEFdOvWrV8JaGlpacVsQWf1Y0MS5eXlWwS0uLi4cjags44kiR07dnwpoEVFRVUzDZUFSRI7d+78QkALCwurZxIqG5Ikdu/e/ZmAFhQU7PN4PEq/Q5LEnj17PhVQs9l8YCagsiNJYv/+/R8L6Nq1a793u90qv0OSRG1tbb5CofACYF5e3iEpobLjHt7Bgwc/EtDc3NwGl8ul9jskSRw+fPhDpVLpAcCcnJzjTqdT43dIkjh69Oj7KpXKDYArV678yeFwaP0OSRInTpx4V61WuwAwKyur0W636/wOSRKnT59+W6PROAFwxYoVP9tsNv1013Z0dCT5JJIkmpqaMrVarQMAMzIymqempgIed11aWlrbdO+27Iin2blz597Q6XR2AExLS2ubnJwMfPQak8k0ON0vhLIDnnYtLS3per3eBoApKSnnJyYmgh5+Xa/X22JjY3sfd2KSPf6/rL29fWlAQMAUACYnJ1+yWq0G8sEDKHFiOnPmzFs+jSSJCxcuvB4UFDQBgImJiVcsFotxcHDQJJBJSUkdPo8kH9xJg4ODxwEwISHhaldXV4JAAmBnZ+din0eSRGdn52Kj0WgBQPF3ObHs7OxTfoF0u92qtra2VIPBYH0YKJ7F3L59+3mfQTocDm1NTc2GlJSU8/Hx8Tfmzp3795w5c/55FPbozGbzAZ9BinV3d8fl5+fXiu/LJ02n09nv3r37rE8hxYaHhyPKysq2RUREDD8JWlJSst0nkWI2m01fV1e3bsGCBX9OhwwNDb0/Pj4eLHvs/53X61W0trYuy8jIaH4cdNeuXZ/LHinlenp65pvN5gPi+AeA0dHR/bKHzcRGRkbCy8vLt0RGRg4B4L/z5YxGuAs7xgAAAABJRU5ErkJggg==)

Start

Display Menu

User Choice

1

2

3

4

5

Add ProducVtiew ProduSctesarch ProdUucptdate ProdDucetlete Product 6

Exit

## Key Functions

* + - get\_connection(): Establishes a connection to the SQL Server database.
    - add\_product(): Inserts a new product into the Products table.
    - view\_all\_products(): Retrieves and displays all products.
    - search\_product\_by\_id(): Searches for a product by its ID.
    - update\_product(): Updates details of an existing product.
    - delete\_product(): Deletes a product by its ID.
    - main(): Implements the menu-driven interface.

# Code Implementation

The complete Python code for the Product Management System is provided below, with de- tailed explanations of each component.

**import** pyodbc

# Establishes connection to SQL Server database

**def** get\_connection():

**try**:

conn = pyodbc.connect(’DRIVER={ODBC Driver 17 for SQL Server

};SERVER=localhost;DATABASE=AI\_DataBase; Trusted\_Connection=yes’)

**return** conn

**except** Exception as e:

**print**(" Connection Error:", e)

**return** None
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12 # Adds a new product to the database

13 **def** add\_product():

14 name = **input**(" Product Name: ")

15 category = **input**(" Category: ")

16 price = **float**(**input**(" Price: "))

17 quantity = **int**(**input**(" Quantity: "))

18

19 conn = get\_connection()

20 **if** conn:

21 cursor = conn.cursor()

22 cursor.execute(

23 "INSERT INTO Products (productName, category, price, quantity) VALUES (?, ?, ?, ?)",

24 (name, category, price, quantity)

25 )

26 conn.commit()

27 **print**(" Product added successfully.")

28 conn.close()

29

30 # Displays all products in the database

31 **def** view\_all\_products():

32 conn = get\_connection()

33 **if** conn:

34 cursor = conn.cursor()

35 cursor.execute("SELECT \* FROM Products")

36 rows = cursor.fetchall()

37 **print**("\n All Products:")

38 **for** row **in** rows:

39 **print**(f"ID: {row.productId} | Name: {row.productName} | Category: {row.category} | Price: {row.price} | Qty:

{row.quantity}")

40 conn.close()

41

42 # Searches for a product by ID

43 **def** search\_product\_by\_id():

44 pid = **int**(**input**(" Enter Product ID to Search: "))

45 conn = get\_connection()

46 **if** conn:

47 cursor = conn.cursor()

48 cursor.execute("SELECT \* FROM Products WHERE productId = ?", (pid,))

49 row = cursor.fetchone()

50 **if** row:

51 **print**(f" Found: {row.productName} | Category: {row. category} | Price: {row.price} | Quantity: {row. quantity}")

52 **else**:

53 **print**(" Product not found.")

54 conn.close()

55

56 # Updates an existing product

57 **def** update\_product():

58 pid = **int**(**input**(" Enter Product ID to Update: "))

59 name = **input**(" New Product Name: ")

60 category = **input**(" New Category: ")

61 price = **float**(**input**(" New Price: "))

62 quantity = **int**(**input**(" New Quantity: "))

63

64 conn = get\_connection()

65 **if** conn:

66 cursor = conn.cursor()

67 cursor.execute("""

68 UPDATE Products

69 SET productName = ?, category = ?, price = ?, quantity =

?

70 WHERE productId = ?

71 """, (name, category, price, quantity, pid))

72

73 **if** cursor.rowcount:

74 **print**(" Product updated.")

75 **else**:

76 **print**(" Product ID not found.")

77 conn.commit()

78 conn.close()

79

80 # Deletes a product by ID

81 **def** delete\_product():

82 pid = **int**(**input**(" Enter Product ID to Delete: "))

83 conn = get\_connection()

84 **if** conn:

85 cursor = conn.cursor()

86 cursor.execute("DELETE FROM Products WHERE productId = ?", ( pid,))

87

88 **if** cursor.rowcount:

89 **print**(" Product deleted.")

90 **else**:

91 **print**(" Product ID not found.")

92 conn.commit()

93 conn.close()

94

95 # Menu-driven interface

96 **def** main():

97 **while** True:

98 **print**("\n===============================")

99 **print**(" PRODUCT MANAGEMENT SYSTEM")

100 **print**("===============================")

101 **print**("1. Add Product")

102 **print**("2. View All Products")

103 **print**("3. Search Product by ID")

104 **print**("4. Update Product")

105

**print**("5. Delete Product")

**print**("6. Exit")

choice = **input**(" Enter your choice (1-6): ")

**if** choice == ’1’: add\_product()

**elif** choice == ’2’: view\_all\_products()

**elif** choice == ’3’: search\_product\_by\_id()

**elif** choice == ’4’: update\_product()

**elif** choice == ’5’: delete\_product()

**elif** choice == ’6’:

**print**(" Exiting program. Bye!")

**break else**:

**print**(" Invalid input. Please enter 1-6.")

# Entry point

**if**  name == " main ": main()
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## Code Components

* + - **Database Connection**: The get\_connection() function establishes a connection to the AI\_DataBase database using pyodbc.
    - **CRUD Operations**: Each operation is implemented as a separate function for modularity and reusability.
    - **Error Handling**: Basic error handling is included for database connections and invalid inputs.
    - **User Interface**: A console-based menu allows users to select operations easily.

# Example Usage

This section provides example scenarios of how the Product Management System can be used, along with sample inputs and outputs.

## Scenario 1: Adding a Product Input:

1

Product Name: Laptop Category: Electronics Price: 999.99

2

3

4

5

Quantity: 10

## Output:

1

Product added successfully.

2

## Scenario 2: Viewing All Products Output:

1

All Products:

ID: 1 | Name: Laptop | Category: Electronics | Price: 999.99 | Qty: 10

ID: 2 | Name: Mouse | Category: Accessories | Price: 19.99 | Qty: 50

2

3

4

## Scenario 3: Searching for a Product Input:

1

Enter Product ID to Search: 1

2

## Output:

1

Found: Laptop | Category: Electronics | Price: 999.99 | Quantity: 10

2

## Scenario 4: Updating a Product Input:

1

Enter Product ID to Update: 1 New Product Name: Gaming Laptop New Category: Electronics

New Price: 1299.99

New Quantity: 8

2

3

4

5

6

## Output:

1

Product updated.

2

## Scenario 5: Deleting a Product Input:

1

Enter Product ID to Delete: 2

2

## Output:

1

Product deleted.

2

# Detailed Example Workﬂow with Sample Product

This section illustrates the complete workflow of the Product Management System using a spe- cific product, a "Smartphone," as an example. Each operation (Add, View, Search, Update, Delete) is demonstrated with step-by-step actions, inputs, and outputs to provide a clear under- standing of the system’s functionality.

## Step 1: Adding a Smartphone Flow:

1. User starts the program and sees the main menu.
2. User selects option "1" to add a product.
3. System prompts for product details: name, category, price, and quantity.
4. User enters details for a "Smartphone."
5. System executes an SQL INSERT query to add the product to the Products table.
6. System confirms successful addition.

## Input:

=============================== PRODUCT MANAGEMENT SYSTEM

===============================

1. Add Product
2. View All Products
3. Search Product by ID
4. Update Product
5. Delete Product
6. Exit

Enter your choice (1-6): 1 Product Name: Smartphone Category: Electronics Price: 799.99

Quantity: 15

1

2

3

4

5

6

7

8

9

10

11

12

13

14

## Output:

1

Product added successfully.

2

## Step 2: Viewing All Products Flow:

1. User selects option "2" from the main menu to view all products.
2. System connects to the database and executes an SQL SELECT query to retrieve all records from the Products table.
3. System displays all products, including the newly added "Smartphone."

## Input:

=============================== PRODUCT MANAGEMENT SYSTEM

===============================

1. Add Product
2. View All Products
3. Search Product by ID
4. Update Product
5. Delete Product
6. Exit

Enter your choice (1-6): 2

1

2

3

4

5

6

7

8

9

10

## Output:

1

All Products:

ID: 1 | Name: Smartphone | Category: Electronics | Price: 799.99 | Qty: 15

2

3

## Step 3: Searching for the Smartphone Flow:

1. User selects option "3" to search for a product by ID.
2. System prompts for the product ID.
3. User enters the ID of the "Smartphone" (e.g., 1).
4. System executes an SQL SELECT query with a WHERE clause to find the product.
5. System displays the product details or an error if the ID is not found.

## Input:

=============================== PRODUCT MANAGEMENT SYSTEM

===============================

1. Add Product
2. View All Products
3. Search Product by ID
4. Update Product
5. Delete Product

1

2

3

4

5

6

7

8

9

6. Exit

Enter your choice (1-6): 3 Enter Product ID to Search: 1

10

11

## Output:

1

Found: Smartphone | Category: Electronics | Price: 799.99 | Quantity: 15

2

## Step 4: Updating the Smartphone Flow:

1. User selects option "4" to update a product.
2. System prompts for the product ID and new details.
3. User enters the ID of the "Smartphone" and updated details (e.g., new price and quantity).
4. System executes an SQL UPDATE query to modify the product record.
5. System confirms the update or displays an error if the ID is not found.

## Input:

=============================== PRODUCT MANAGEMENT SYSTEM

===============================

1. Add Product
2. View All Products
3. Search Product by ID
4. Update Product
5. Delete Product
6. Exit

Enter your choice (1-6): 4 Enter Product ID to Update: 1 New Product Name: Smartphone Pro New Category: Electronics

New Price: 899.99

New Quantity: 12

1

2

3

4

5

6

7

8

9

10

11

12

13

14

15

## Output:

1

Product updated.

2

## Step 5: Deleting the Smartphone Flow:

1. User selects option "5" to delete a product.
2. System prompts for the product ID.
3. User enters the ID of the "Smartphone" (e.g., 1).
4. System executes an SQL DELETE query to remove the product.
5. System confirms the deletion or displays an error if the ID is not found.

## Input:

=============================== PRODUCT MANAGEMENT SYSTEM

===============================

1. Add Product
2. View All Products
3. Search Product by ID
4. Update Product
5. Delete Product
6. Exit

Enter your choice (1-6): 5 Enter Product ID to Delete: 1

1

2

3

4

5

6

7

8

9

10

11

## Output:

1

Product deleted.

2

## Step 6: Verifying Deletion Flow:

1. User selects option "2" to view all products to confirm the deletion.
2. System retrieves and displays the current list of products, which should not include the deleted "Smartphone."

## Input:

=============================== PRODUCT MANAGEMENT SYSTEM

===============================

1. Add Product
2. View All Products
3. Search Product by ID
4. Update Product
5. Delete Product
6. Exit

Enter your choice (1-6): 2

1

2

3

4

5

6

7

8

9

10

## Output:

1

All Products:

[No products found]

2

3

# Testing and Validation

The system was tested to ensure reliability and correctness. The following test cases were executed:

Table 1: Test Cases for Product Management System

## Test Case Input Expected Output

Add Product Name: Phone, Category: Electronics, Price: 599.99, Quantity: 20 Product added succ View All Products None List of all products

Search Product ID: 1 Product details or

Update Product ID: 1, Updated details Product updated or

Delete Product ID: 1 Product deleted or

Invalid Choice Choice: 7 Invalid input. Pleas

## Error Handling

* + - **Database Connection Errors**: Handled in get\_connection() with appropriate er- ror messages.
    - **Invalid Inputs**: The system checks for valid numeric inputs for price, quantity, and product ID.
    - **Non-existent IDs**: Search, update, and delete operations check for valid IDs and display appropriate messages.

# Future Enhancements

The Product Management System can be extended with the following features:

* **User Authentication**: Implement login functionality to secure the system.
* **Web Interface**: Develop a web-based frontend using Flask or Django.
* **Advanced Search**: Add filters for searching by category or price range.
* **Data Validation**: Implement stricter input validation (e.g., non-negative prices).
* **Reporting**: Generate inventory reports (e.g., low-stock alerts).
* **Multi-user Support**: Allow multiple users to manage products concurrently.

# Conclusion

The Product Management System successfully demonstrates the integration of Python with SQL Server for efficient inventory management. The modular design, robust error handling, and user-friendly interface make it a reliable solution for small-scale inventory needs. The inclusion of diagrams, test cases, and detailed example workflows ensures a comprehensive understanding of the system. Future enhancements can make the system more versatile and suitable for larger applications.

# Glossary

* **CRUD**: Create, Read, Update, Delete operations for managing data.
* **pyodbc**: A Python library for connecting to ODBC-compliant databases.
* **SQL Server**: A relational database management system by Microsoft.
* **ODBC**: Open Database Connectivity, a standard API for database access.
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